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Abstract
This paper aims to establish a relative study between a relational Microsoft SQL Server database and a non-relational MongoDB database within the unstructured representation of data in JSON format. There is a great amount of work done regarding comparison of multiple database management applications on the basis of their performances, security etc., but we have limited information available where these databases are assessed on the basis of provided data. This study will mainly focus on looking at all the possibilities that both these database types offer us when handling data in JSON. We will accomplish this by implementing a series of experiments while taking into consideration that the subjected data does not require to be normalized; and therefore, evaluate the outcome to conclude the result.
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1. Introduction
In today’s age, concurrent support for millions of users is an essential factor for the applications. These applications are also required to handle the massive amount of data. RDBMS has not been able to fulfill this requirement efficiently, which has resulted in the arrival of non-relational databases, or NoSQL, as they are publicly known. The RDBMS model features an inflexible schema which suggests that a “schema” should be designed before data is stored within, where all the specifications that define the characteristics of the schema, or the attributes, are uniform for all elements. Besides, they should allow for missing values to replace null values. RDBMS is generally known for their utility for
data that requires transactional reliability and/or can be normalized [1]. Non-relational databases do not require tables to store data. They employ a straightforward and simple data model, their schema dynamic; besides being able to handle unstructured data (documents, multimedia, e-mails, social media, etc.) proficiently. The unstructured data is usually populated in JSON or XML format, in which normalization is generally not required. It is noteworthy to know that with this type of data, when and why we should use an RDBMS model database application opposed to NoSQL or document-oriented database (e.g. SQL Server instead of MongoDB), as well as what will be the advantages and disadvantages [2].

Problem Statement
The problem we are presented with is to determine the more effective out of these two database types (SQL or NO SQL) while dealing with JSON, and what case were they considered to be more effective than the other. The aim is to present the results of the experiments; as well as the comparative study along with the scenarios in which these results have a greater bearing. It is essential to conduct a careful analysis and take into account the main factors amongst the pliability of schema, the amount of data, the number of resultant transactions and the budget once opting for the data model for the application.

2. Databases
A database is an assortment of data, information and knowledge stored in an organized manner so that it may be accessed, managed and updated. As existing data has new data added to it, deleted or expanded, this existing data gets modified. Database systems work by querying the information or data present, and then executing relevant applications against it (Creating and updating themselves) [3]. Computer databases typically contain combinations of data records or files, consisting of sales transactions, inventories and product catalogs. Generally, a DBMS manager provides users the authority to generate reports, control read/write operations, as well conduct an analysis of usage. As such, there are also databases that follow the ACID compliance (Atomicity, Consistency, Isolation, and Durability) to ensure that the transactions are complete and the data is compatible [4].

2.1. SQL (Structured Query Language)
SQL: Structured Query Language is a standard programming language employed in relational databases management and executing essential operations on their data. Originally formed in the 70s, SQL is the database administrators’ most regular tool. It is also widely utilized for analytical queries; and writing scripts for data integration by data analysts and developers respectively [5]. SQL usage exemplify modifying index structures and database tables; which include adding, deleting and updating data as well as information retrieval or subsets of data
from a database for processing transactions as well as for analytics applications. SQL operations and queries are generally in command forms, written as statements. Insert, select, created, update, add, delete, truncate and alter are the frequently used SQL statements [6]. SQL (Structured Query Language) emerged in the later part of the 1970s and early 1980s and soon became the stock programming language for relational databases [7]. Relational database systems (also called SQL databases) consist of tables sets that contain data within columns and rows. Every individual table column represents a data categorizes (e.g. name, age, phone number, etc.), whereas each row comprises of the intersecting columns matching value of the data [8] (Figure 1).

The SQL structure is used to build both the types of the Relational Database Management Systems, proprietary and open source. These databases are broadly used by organizations. Some of the widely used are MS SQL Server, MySQL (owned by Oracle), Oracle Database, SAP Adaptive Server, Integrated Business Machines DB2, Systems Applications and Products (SAP) HANA, PostgreSQL, etc. [9]. Many of the database management systems are SQL centric with a specific extension to the programming and other relative functions standard language.

2.2. NoSQL (Not Only SQL Database)

This is an addition to database design. NoSQL deals with a wide assortment of data models that include graph, columnar, document, and key-value formats. “Not Only SQL”, abbreviated to NoSQL, can be akin to a substitute to the traditional relational database approach. The traditional approach is using tables for storing data, and meticulously designing the schema. Then only can data be inserted within the database. When working with huge sets of distributed data, NoSQL database is the superlative platform [8]. A few databases that preceded the relational database management system are also to be considered as NoSQL, but this term usually refers to the database systems built in the earlier part of the 21st century to handle comprehensive handling of the clustering of the database in web and cloud applications. The requirements for performance and scalability overtake the SQL’s instantaneous, inflexible data consistency [10] (Figure 2).

![Figure 1. SQL breakup.](attachment:image.png)
The NoSQL, Not only SQL database system was not designed to adhere to relational schema rules. Google, Amazon and other large-scale web organizations like them used NoSQL databases for channeling their emphasis on small operating goals and assimilate relational databases of significant data consistency [11]. The earlier versions of NoSQL databases put their focus on specific characteristics of data management for web and cloud applications. The tendency to handle a significant amount of data’s distribution swiftly across computing clusters was required in web and cloud design. To better enable fast changes on applications that were continuously updating, developers also went for designing flexible schema or no schema at all [12].

3. Database Management System (DBMS)

A database management system (DBMS) is system software for creating and managing databases. The DBMS provides users and programmers with a systematic way to create, retrieve, update and manipulate data [13]. A DBMS enables its end users to create, update, read and delete data in a database. The DBMS actually acts as an interface between the end users and database to ensure that data is consistently organized and remains easily accessible (Figure 3).

The DBMS manages three essential things: the data, the database engine that allows data to be obtained, locked and modified and the database schema, which defines the database’s logical structure. These three foundational elements help provide concurrency, security, standardized administration procedures, and data integrity [9]. The DBMS supports standard database administration tasks such as backup and recovery, change management and performance monitoring/tuning recovery. Many DBMS are effectively reliable for automatic restarts, rollbacks, and recovery, in addition to activity logging and auditing.

3.1. Structured vs. Unstructured Data

The “Structured Data” consist of plainly described types of data, which have a pattern that makes the search easy, like in text. On the other hand “Unstructured
“Data”, is the type of data which usually cannot be searched easily, like in videos, audios and social media (Facebook, Twitter etc.) posts [14].

Customers choose the data types not based on their structure of data, but rather based on the software/applications that uses these data. Relational databases are usually referred for structured data and the remaining other type of application usually go for the unstructured data.

Nevertheless, a rising debate is going on, comparing the comfort of examination the data of structured format to the complex examination on the data of unstructured format. Analysis of data of structured format is an established course with proven technology. Whereas, analysis of unstructured data, on the other hand, is an evolving industry in its initial stages having a requirement of venture in R & D and is not considered a stabilized technology.

Table 1 outlines the individualities of each, as well as its possible usages, along with a few other features.

Position of Semi-Structured Data among Structured and Unstructured Data

Data form of semi-structured consists of built-in tags and markings that split data values, enabling grouping and hierarchies of information. Databases and documents both can be of semi structured data type. Data of this type only stand for about 5% to 10% of the structured, semi-structured or unstructured data ocean, but it does have significant commercial use [15].

An excellent case of a semi-structured data type can be an email. Though superior technology tools are required for analysis of thread tracking and concept searching; email’s metadata provides classification and keyword searching without the need for supplementary apparatuses at all.

3.2. Extensible Markup Language: XML

XML, “Extensible Markup Language” is cast-off for denoting information in a specified format. The XML standard is a versatile way to create data formats and share structured data electronically via the Internet or corporate networks.
Table 1. Structured vs. unstructured data.

<table>
<thead>
<tr>
<th>Characteristics</th>
<th>Structured Data</th>
<th>Unstructured data</th>
</tr>
</thead>
<tbody>
<tr>
<td>Usually text only</td>
<td>Pre-defined data models</td>
<td>Maybe text, image, sound, video or Other formats</td>
</tr>
<tr>
<td>Easy to search</td>
<td>No Pre-defined-data model</td>
<td>Difficult to search</td>
</tr>
<tr>
<td>Resides in</td>
<td>Relational databases</td>
<td>Applications</td>
</tr>
<tr>
<td></td>
<td>Data warehouses</td>
<td>NoSQL databases</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Data lakes</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Data warehouses</td>
</tr>
<tr>
<td>Generatd by</td>
<td>Humans or machines</td>
<td>Humans or machines</td>
</tr>
<tr>
<td>Typical applications</td>
<td>Airline reservation systems</td>
<td>Word processing</td>
</tr>
<tr>
<td></td>
<td>Inventory control</td>
<td>Presentation software</td>
</tr>
<tr>
<td></td>
<td>ERP systems</td>
<td>Email clients</td>
</tr>
<tr>
<td></td>
<td>CRM systems</td>
<td>Tools for viewing or editing media</td>
</tr>
<tr>
<td>Examples</td>
<td>Dates</td>
<td>Text files</td>
</tr>
<tr>
<td></td>
<td>Phone numbers</td>
<td>Reports</td>
</tr>
<tr>
<td></td>
<td>Social security numbers</td>
<td>Email messages</td>
</tr>
<tr>
<td></td>
<td>Credit card numbers</td>
<td>Audio files</td>
</tr>
<tr>
<td></td>
<td>Customer names</td>
<td>Video files</td>
</tr>
<tr>
<td></td>
<td>Addresses</td>
<td>Images</td>
</tr>
<tr>
<td></td>
<td>Product names and numbers</td>
<td>Surveillance imagery</td>
</tr>
<tr>
<td>Transaction Information</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

EXTENSIBLE MARKUP LANGUAGE code which is formally recommended by W3C World Wide Web Consortium, is like Hypertext Markup Language (HTML). Both EXTENSIBLE MARKUP LANGUAGE and HTML use markup symbols to narrate a page or file contents. HTML code denotes Web page content; mainly text and graphic images, only concerning how it is to be viewed and interacted with [14].

3.2.1. Difference between JSON and XML

Both these languages JSON and XML can obtain information from the web server. The below example for JSON and XML defines a worker’s object, consisting of an array of 3 workers: [16]

**JSON Example:**
```
{"Workers":[
{"firstName":"Ahsan", "lastName":"Malik"},
{"firstName":"Charles", "lastName":"Crasto"},
{"firstName":"Fawad", "lastName":"Ahmed"},
]
```

**XML Example:**
3.2.2. JSON Resembles XML on the Points

- JSON and XML both are human understandable hence called self-describing.
- Both follow hierarchical structure (values defined within values)
- Both provide the luxury be easily parsed and are used in a variety of coding languages
- Both can be called using the request “XMLHttpRequest” [17].

3.2.3. JSON Does Not Resemble XML as

- It doesn’t make use of the end tag like XML.
- It has shorter syntax as compared to XML.
- Arrays can be used in JSON.
- It is much faster in writing and reading the data than XML [18].

And the most significant difference is that XML can only be parsed with help of an “XML parser” while JSON is parse-able with standardized JavaScript function.

4. MongoDB

MongoDB is a document-oriented data model, and is an “open source database” creation in the NoSQL universe. MongoDB is one of the many types of databases to appear after the 20th century [19]. What sets MongoDB apart is that rather than following the earlier tables-rows traditional concept that were the hallmark of relational databases, MongoDB model comprises of documents and collections. The documents, which are the basic unit of data in MongoDB database, are key-value set of pairs. Collections are the sets of functions and documents; and are considered as the equivalent to that of relational database tables [20] (Figure 4).

In line with the practice set by all NoSQL databases, MongoDB follows an extremely dynamic schema design. MongoDB lets the documents in a collection to hold different structures and fields.

5. Results of Experiments Conducted

To get a better picture in assessing and evaluating how both these databases handle data in JSON, we conducted a series of experiments.
Please note that whilst conducting these experiments, we took into consideration the fact that the subjected data did not require to be normalized. Data was loaded in both databases for analysis, upon which we executed multiple types of experiments.

**Data Collection used in the experiments**

Data collection was done through an organization working on an evidence management system for a governmental security department. Hence, the data will not be publicly available due to its sensitivity and will only be utilized for research and experimentation purposes in the organization’s premises.

**Specifications of the computer used for the Data Analysis**

The analysis of the data was performed by using Microsoft SQL Server 2014 and MongoDB 3.6. The specifications of the computer used to run the experiments are shown in Table 2.

**Experiment 1**

In the first experiment we inserted 100,000 entries within both the RDBMS (SQL) and NoSQL (Mongo) database.

We used a similar insertion method in both databases for consistency, as different implementation methods could result in garnering an unfair advantage for either of the two.

The experiment was carried out ten times, Figure 5 presents the results of the analysis:

It can be easily deduced that out of the two databases used in the experiment, the fastest one is MongoDB, generally faster by fifteen seconds more than the SQL Server.

Out of the ten times we conducted the experiment, and even though the results of the 5th and 7th experiments were pretty even, but MongoDB emerged the fastest than SQL Server.

**Experiment 2**

For the second experiment, we decided to search for a random string ten times within both databases and compare the outcome of every iteration with each other. Figure 6 shows the startling results we obtained.
Table 2. Computer specifications.

<table>
<thead>
<tr>
<th></th>
<th>Windows 10 Pro</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Operating System</strong></td>
<td></td>
</tr>
<tr>
<td><strong>Processor</strong></td>
<td>AMD Quad-Core A8-5545M APU @ 1.7 GHz</td>
</tr>
<tr>
<td><strong>Installed memory (RAM)</strong></td>
<td>16.00 GB</td>
</tr>
<tr>
<td><strong>Disk</strong></td>
<td>1 TB 5400 rpm SATA</td>
</tr>
</tbody>
</table>

Figure 5. Result of experiment 1.

Figure 6. Result of experiment 2.

The outcome of these experiments was quite intense, to say the least. It can be seen that there is a huge difference between both the types of database.

We would go far out to say that searching for a particular occurrence of a string is just very efficient and extremely convenient to execute within MongoDB.

**Experiment 3**

How do these two databases fare whilst searching by a randomly generated ID?

This was the question behind our third experiment. Again, as in previous experiments, we executed the search 10 times on each to find our answer.
Primary Key is the SQL Server ID, whereas the default index in MongoDB is in the _id field (Figure 7).

Here the SQL Server proved to be extremely quick and efficient tool when searching by the ID field, which has a primary key. This was a superior result in favor of the SQL, as compared to that of the MongoDB.

**Experiment 4**

The fourth experiment consisted of updating a randomly generated ID field. As was the pattern with the above three experiments, this exercise was conducted 10 times (Figure 8).

Again, we find that as has been the case in most of the experiments, the difference is tremendous and favorable in MongoDB when compared with SQL Server.

**6. Conclusions**

Whilst presenting all the data, and conducting the experiments, we were in fact striving to find and reach an answer to a simple, yet oft thrown around question.
How do we know which database type is best suited for our environment, and when should we prefer a relational database to NoSQL database, like MongoDB; and vise-versa?

So, even though the question we posed above may sound tedious and complicated, as one would imagine, the fact is that it really is not!! The experiments conducted clearly reveal that the NoSQL should be an obvious choice of database. These databases do not place a limit on the types of data that can be stored together. They offer better scalability and are immensely advantageous for cloud storage and computing. Moreover, it is a simple way to keep the data comprehensible and clear.

During normalization, we often need many tables to store the data, and then we require several indexes so that we do not lose on the performance. The MongoDB database can be modeled on the same kind of structure, but better yet, we do it in such a manner that we can completely not require the need to use JOIN type operations. Doing so will not only radically and significantly increase performance but will also be considerably quicker than any other relational database.

If we look at this particular scenario, when we possess data where normalization is not an option, then it is a simple conclusion that when processing a substantial amount of data, the best answer is always MongoDB. We can go a step further and as far as a model of a single document data. This will still always prove to be effective and efficient than utilizing SQL Server database for unstructured data storage.

7. Discussion Points

The inability of the RDBMS model to handle massive amounts of data efficiently, stemming from an inflexible feature of firstly designing a schema before data could be stored within it, gave way for the emergence of non-relational databases. But, this is a proven technology.

On the other hand, the simple characteristics of non-relational databases to handle unstructured data in a proficient manner, its low cost and easy scalability is making it a popular choice exceedingly, even though it is in its initial stages.

We need to conduct a thorough and proper analysis of the operations we will execute on our database. We will also need to study the data that we are going to be working with. As observed in the above experiments, Microsoft SQL Server brings us speed as well as transactional integrity whilst conducting JOIN operations. Whereas, the read and update speeds within MongoDB are exceptional.

Therefore, we must ask ourselves some questions.

Does our data have a rigid schema?

Will our data structure go through rigorous modifications? If it does indeed suffer severe modifications, then how flexible can we be if this indeed does happen?

Furthermore, in the event that our data cannot be normalized, we have to
question ourselves again, “Does the existing data within our relational database anyway relate to the data that will not be normalized?” If our answer is “Yes” then another question arises: Will the hybrid model be enough?

Therefore, it is extremely essential that we always identify the requirements of each application, as this is an important and vital cog.
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