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Abstract

The case study presented here uses an interpretivist (qualitative, humanistic) approach to illustrate and describe a range of interactions and behaviors that occur during design meetings where mentoring and design simultaneously occur within a software engineering firm, during a portion of the design phase for a software project. It attempts to examine the interaction between two design team members (one novice and one expert) and describes how these observations intersect with the theoretical and applied literature and actual design processes. Taking cues from two theoretical descriptions of the design process, the study presented here suggests that modes and models of mentorship should be added, when applicable, as a descriptive portion of the design process.
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1. Introduction

Overall, design is a multifaceted complex construct implying a variety of activities toward the manifestation of artifacts—from raising issues to be addressed, to
questioning improvements and solving problems, all the way to the act of creating, and sometimes even re-creating [1] [2]. Additional words, such as creativity and invention (as the quote above illustrates), have also been used to describe the complex elements and processes of design [3]. Efforts to advance our understanding of the design process and the need to understand it—as it happens (in-situ) have given rise to many design research methodologies, concepts, perspectives, and frameworks for examining such a complex process [1] [4] [5] [6]. With these, one of the major shifts of focus in design studies over the past decade or so has been from individual to collaborative design processes and activities. These activities have included understanding how designers communicate with each other and/or with clients while during the design period [3] [7] [8], what are collaborative working styles and performance implications of such collaborative efforts [9], and how and what types of tools can be used to support designers who are co-located and/or intergenerational [10].

This paper describes a study that took place regarding the nature and process of software design to add to this literature on collaborative design processes. One of the objectives was to examine the interaction between software design team members and how observations of a software design team intersect with the theoretical and applied literature and actual design processes. The study described here explores the collaborative nature between two software developers of a local software engineering firm, established ten years ago, as they work together to design a cloud-based (data-intensive, web-based) software tool. We have given this company the fictitious name “Code Theory”. Here, we attempt to explore the communication and interaction patterns that occur when designing software, specifically between an expert software engineer and one at a novice level, where design and design mentoring occur simultaneously.

2. Need for Research

Software engineering (software design, programming, and testing) is a globalized and fast-paced phenomenon, where education and training typically begin within secondary and postsecondary education levels. Software engineering students graduate and begin working for small, medium, and large-scale companies as they attempt to apply their problem-solving and programming skills and contribute to the design and development of a variety of software products. There are volumes of articles describing how students learn the design process and how they apply design thinking principles in school [11] [12] [13] [14] [15]. Yet, there is a gap in the literature regarding “on-the-job” software design training and mentoring, particularly after a student graduates and has started employment. If companies expect to be successful in this technology-driven, fast-paced industry, it is imperative for new hires to sufficiently contribute to the design and innovative nature of their products. However, as Begel & Simon [16] describe in a recent study of the struggles of new college graduates in their first software development jobs, many new hires begin with significant challenges.
After observing new hires for 85 hours on-the-job at Microsoft, they found that these new hires “got stuck” when communicating, collaborating, providing technical expertise at times, cognitively handling the massive amounts of information shared regarding the code for their projects, and orienting to their new work environments.

This case study extends this work and is intended to illuminate the communication patterns that occur when a newly hired employee is paired with a more experienced employee to undergo software design. Here, one engineer is profoundly more experienced and happens to be the founder of the company, while the other software engineer is a relatively novice software developer in comparison, who was employed at the company for a little over two years, although this was not his first job. Observing the social, cognitive, and collaborative design behaviors of two software engineers as they work together to design a cloud-based software tool they envisioned provides a breaking of point for empirically understanding the benefits, challenges, and implications of mentorship and training in software engineering firms, in-situ.

This paper begins with a description and illustration of the cognitive processes that occur when design takes place. The social and collaborative interactions that occur when a group of designers work together are also described and illustrated with two theoretical postulates from the literature. Example studies which explore the collaborative nature of software design follow. Participants and design conditions along with data collection and analysis details of this case study are then presented followed by a description of our findings and their implications. This paper ends with report on the limitations of the study and plan for future work.

3. Design as a Cognitive Process

The question of how designers think and work, that is, what designers understand about design and how they go about the act of designing based on this understanding, has been a matter of much discussion and writing in design research [17] [18]. To this end, design cognition is one of the major themes that has been investigated in design studies and research regarding designers of all ages [10] [19] [20]-[28]. The question most asked is: What happens in the mind when a creative idea takes shape? Even more, Warr and O’Neill [3] explain that the larger the number of ideas generated, the greater the probability of achieving an effective solution. Thus, the more creative one is in design, the more useful and usable the result will be. They go on to define creativity as having three essential elements: creative process, creative people, and creative products [3]. Here, we focus on the creative process.

So, what is happening in the mind when one creates or designs? Gabora [19] points out that the creative process has a long history of being defined in stages: 1) preparation (where the creator gathers relevant data), 2) incubation (when the creator unconsciously continues to work on the problem at hand), 3) illumina-
tion (when the knowledge and theories begin to connect and ideas begin to consciously take shape), and 4) verification (when an idea has been worked out, takes form, and can be communicated to and evaluated by oneself and others). This process can be represented by Figure 1 below, and taken together, can be described as “ideation” when undergoing a design project.

Koestler [27] proposes that as a designer (or group of designers) progresses through these stages, they deliberately connect previously related and/or unrelated “matrices of thought” to produce ideas. Gabora [19] likens the exploration of these “matrices of thought” to the ideas in one’s mind. These matrices of thought can also be combined with elements of the designer’s environment, [3], past experiences, and/or technical knowledge over the course of time. Figure 2 is a more robust representation of this.

4. Design as Social and Collaborative Processes

Gennari and Reddy [28] describe the [collaborative] design process as, “human activity, involving communication and creative thought among a group of participants”. Thus, design is a social process that potentially entails thinking and working in multidisciplinary teams and across various perspectives. Essentially, groups of designers follow the same general cognitive process described above as they work together, as illustrated in Figure 3.

Due to the social nature of groups, however, a group or teams of designers undergo even more social and cognitive processes as they brainstorm (ideate), problem-solve, evaluate, and make decisions. These processes focus on ideas related to the design project itself (Figure 4) as well as social nature of group dynamics such as communicating, coordinating, and collaborating (Figure 5). Designers continuously impact one another’s cognition as they share ideas related to the design project. Figure 4 illustrates the conditions under which this sharing occurs related to shared ideas of a web-based software product [26].

Even more so however, a group or teams of designers undergo social events when communicating. These may include, but are not limited to, personality, attitude, considerable framing, reframing, negotiation, decision-making, and even conflict and conflict resolution [3] [8] [27] [30] and can be seen in Figure 5.
Figure 2. Representation of a designer’s knowledge exploration during the design process [22].

Figure 3. The components of creativity (design) [3].

Below we explore selected research studies that seek to uncover how design teams navigate the above cognitive and social events when designing software.

5. Research on the Social and Collaborative Elements of Design Teams

Goldschmidt and Rodgers [18] compared the thinking processes, methods and approaches of three different groups of designers during a design project, ID (Industrial Design students), ARCH (Architecture students), and DPHD (Design PhD candidates). Data sources included submitted designs and self-reported attitudes, main focus points, and sequence and duration of design activities.
The researchers concluded that there were some commonalities and differences between the two undergraduate groups but the main differences were between the two undergraduates and the PhD student groups. Both sets of undergraduate design students (ID and ARCH) spent an average of close to one third of their time on “thinking about solutions and sketching them” whereas the DPHD students spent far less time on this activity. The researchers attribute these differences to the fact that DPHD students were more experienced and that their design was aimed towards a service, as opposed to a product, which requires more problem-solving cycles.

Tang et al. [5] examined the cognitive aspects of software engineering design. Specifically, the researchers aimed at investigating whether design planning, problem-solution, co-evolution, and reasoning techniques are factors that influence design decision-making and postulate that designers use these techniques in different ways during design sessions. In this exploratory study, two design teams from Adobe Systems Incorporated (Team A) and AmberPoint (Team M) were observed as they built a traffic simulation program. In order to understand how design teams reason with their designs, two coded protocols and a decision map were used to analyze the meeting. Preliminary evidence showed that design decision-making that is based on good design planning, minimal context
switching, well-organized problem exploration and good reasoning supports effective software design.

Another study that investigates the role of cognition in design is a study conducted by Dong, Kleinsmann, and Deken [31]. The researchers argue that one of the challenges in design studies is accessing the collective cognitive structures of design teams, and in turn understanding the relationship between team cognition and performance. They point out the difficulty in mapping team mental model measurement methods from existing research to design teams and argue for the need for measurement methods that are in harmony with the type of knowledge required to complete the team’s task.

The analysis of team communication revealed that the quality of team mental models and good enactment of these models are both indicators for the quality of team mental models. Specifically, the authors concluded that the enactment of the team mental model is more likely to be effective only when the team mental model shows emergence of sharedness and accuracy in relation to the dynamic referent model. The latent semantic analysis provides insights into whether all team members have mental models that are aligned with the team mental model, while reflective practice analysis enables us to determine if the team mental model is ultimately deployed into goal-directed behavior.

Ke and Im [26] studied team-based computer-game design efforts by middle school students of diverse backgrounds and abilities to explore the nature of their collective design actions and cognitive processes. Several collaborative themes emerged, namely: 1) collective exploration of design constraints during problem framing, 2) aggregation of identity, experience, and memory for collective solution generation, and 3) development of coalition and task interdependence during design execution.

6. Design & Mentorship

Like design, mentoring can also be difficult to define due to the many types and purposes of mentoring, varying contexts and lengths of time within which it occurs, and expected outcomes. However, Psychologist E. Paul Torrance [32] mentioned the organizational culture of mentoring when he said, “What is cultivated in a culture is developed there.” By this, he suggested that mentoring is a “process in which one’s peers and superiors (or leaders) take it upon themselves to cultivate a mentoring culture and therein develop, motivate, guide, and even protect emerging young minds in their push to achievement” [33]. Hester and Setzer [33] suggest, “The leader as mentor, no matter what the level within the organization, is charged with contributing to creative achievement. The mentor-protégé relationship, without the support of the culture of which it is a part, hangs on the slender thread of personal relationships and individual commitment only. Mentoring, to be effective, cannot be an island unto itself.” This is the notion of mentorship we use here. This study helps to uncover when and where it occurs as a mentor and protégé design together.
7. Research Design

7.1. This Case Study: Goals and Research Questions

The purpose of this study was to investigate the design processes of a collaborative design team at a local software engineering firm. Specifically, we observe the interactions between an expert and a novice designer during design meetings as a means of exploring how they navigate designing a cloud-based tool they envisioned while in a software designer mentor-protégé relationship. The research question we attempt to answer is “How do software engineers interact when designing a software application, when their expertise levels vary?”

7.2. This Case Study: Qualitative (Interpretivist) Approach

We find that our approach to this project is interpretivist which is derived from an ontological belief that reality is socially constructed and cannot be separated from the mind of the individual [34]. The interpretivist tradition also acknowledges that these individually constructed realities are also socially constructed as these perspectives interact with the language and thought of the wider society. These ideas align with our purpose for conducting this study as we use naturalistic data collection methods typically used within the interpretivist tradition to access the perspective of several members of the social group (i.e. design team) and understand common patterns and themes of thought and action for that group [34].

7.3. This Case Study: Data Collection Methodology

According to Yin [35], a case study design should be considered when: 1) the focus of the study is to answer “how” and “why” questions; 2) you cannot manipulate the behavior of those involved in the study; 3) you want to cover contextual conditions; or 4) the boundaries are not clear between the phenomenon and context [36]. Furthermore, Yin asserts that case study design arises out of the need to understand complex social phenomenon in real-life context. Because collaborative design is a multifaceted process that is difficult to understand out of the context in which it occurs, the flexibility of a case study design seemed appropriate for our purposes [37].

Hence, a descriptive single-case study design [35] was employed in this study to provide an in-depth description of the interactions and behavior of designers during a software design meeting. The unit of analysis for this study was the interactions and conversation between the two members of the design team.

7.4. Participant Selection

We recruited employees from web design and software engineering firms to participate in this study. Due to constrained project schedules, traveling distance, and the timeline for this project, only one company matched our scheduled work plan. This software engineering company has already begun the design of
an in-house project and welcomed participation. We were not aware of the dynamics of this design team, until our first meeting for observation.

**Experienced Software Designer** (aka EXPERT): EXPERT is a 38-year-old male with 18 years experience at the time of this study as a software engineer. He has created and sold two startup companies and founded, Code Theory, seven years before this study took place.

**Novice Software Designer** (aka NOVICE): NOVICE is a 29-year-old male with 5 years experience at the time of this study as a software engineer. Most of his work experience was as a consultant. Both have undergraduate degrees in Computer Science.

### 7.5. This Case Study: Data Collection Sources and Procedures

Data sources for this study included an online questionnaire, observations, and one focus group. Online informed consent forms were provided to members of the design team and participants provided an initial electronic signature and a confirmation consent code of “YES”. The same design team members who completed the online questionnaire, were observed in a team meeting, and participated in a focus group. The observations and focus group were recorded via still image, audio, and video. Design team members were given a chance to confirm and/or clarify research notes via a focus group after the initial round of data analysis occurred, to confirm design practices, interactions, and procedures. The design team was also provided with a final copy of the design report. Detailed description of the procedures is provided in the following sections.

**Online questionnaire.** Both design team members received a pre-observation questionnaire online (hosted by Google Forms) before the observation took place to understand individual design preparation and practices before a design team meeting occurred.

**Observations.** An observation of one design team meeting was conducted and lasted for one hour and fifteen and a half minutes (1:15:36). This meeting took place during a business day at 1 pm within a local bakery and soup restaurant, a company tradition for meeting space since its founding. Both researchers took observation notes of the design space before the meeting started, while project design is in progress, and of the state of the design space upon completion of the design meeting. Still and video images of the design space were recorded at these time periods as well.

**Focus group.** A focus group of all participating and consenting design team members took place 5 days following the observation to gain more insight into individual and collective roles throughout the design process. An initial set of questions were prepared prior to starting the focus group, however, some questions emerged because of the what was observed during the design meeting as well as the responses and discussion that takes place during the focus group.

Data collected including observation notes, still images, audio, and video recorded meetings and focus group are kept confidential by the researchers.
participant and site names were converted to pseudonyms to protect the privacy of the participants.

7.6. This Case Study: Data Analysis Method

Data analysis was based on previous work in design studies of team collaborations. Most notably, we took cues from Cross and Cross’ [38] and Kvan’s [39] work. Kvan [39] provided a solid roadmap to follow which explains what really happens when designers collaborate, Figure 6. He points to Gero and McNeil’s [40] assertion that design consists of a series of distinct events that occupy discrete and measurable periods of time, which is typically remarkably short, and that the level of expertise affects the way these events are completed. Designers work together for moments and then divide up and go their separate ways. Based on the results of this individual work, design direction and understanding may take a different turn. The occurrences of these distinct events are illustrated in Figure 6, a model of design collaboration. Moreover, Kvan [39] found that collaboration happens in multiple forms: 1) mutual collaboration, where designers are busy working with each other, 2) exclusive collaboration, in which designers work on separate parts of the problem, negotiating occasionally by asking for advice or feedback from the other, and 3) dictator collaboration, where the designers decide who is “in charge” and that person leads the process. Dictator collaboration seems to be most fitting when mentorship and design training might occur, so we attempted to use these distinctions to identify when these three types of collaboration occurred, if at all, paying attention to dictator collaboration to signal when EXPERT might be mentoring NOVICE.

Additionally, Cross and Cross [38] recorded and analyzed a three-person team design session for the following social occurrences: 1) roles and relationships (RR), 2) planning and acting (PA), 3) information gathering and sharing (IGS), 4) problem analyzing and understanding (PAU), 5) concept generation and adopting (CGA), and 6) conflict avoiding and resolving (CAR). We coded these instances within the transcription of the interaction initials specified above. We then identified which of these occurrences represented roles undertaken when EXPERT played the mentor role vs. when he played the collaborator role.

7.7. This Case Study: Data Analysis Procedure

As mentioned previously, because of the exploratory nature of this study, inductive analysis of the data to determine categories and themes seemed more suitable and in line with our purpose. Data analysis began in the field as observation notes were recorded, initial analytical insights emerged, tentative interpretations and themes were generated during team discussions immediately following the observation, and hypothesis were confirmed during subsequent focus group with design team members. All data were analyzed inductively line-by-line in search for categories and themes that emerged from data [41].
Following the discussion of these initial insights and the follow-up focus group with participants, we read through the transcripts, highlighted meaning chunks, underlined some interesting terms, and jotted down memos and questions that jumped to mind while reading. A second reading of the transcript and analysis of the images captured followed this and initial codes, or what Attridge-Stirling [42] refers to as basic themes, were created. These initial codes were derived from participants' own responses and were not established prior to the analysis. Initial labels were then developed by grouping codes with similar attributes and properties together. Finally, these initial labels that together present an argument or a position within the context of the analysis and with the research questions in mind were grouped together to form the emergent themes [42]. Within each iteration, themes were compared to the actual data, which resulted in either expanding or collapsing of themes. Continued review of the literature resulted in the location of observation research done very similar to this work, which resulted in theme categories that heavily matched our emergent themes [42]. We then adopted and used these themes instead, as data analysis continued.
8. This Case Study: Research Environment

8.1. Description of Software Design Project Underway

This design team had begun the design process of this cloud-based software application approximately 6 weeks before our observations began. They met after and during work hours, when convenient, as this project was a tool they envisioned to help their clients, and not one commissioned by clients. They had an internal deadline in mind, which coincided with the release of an Amazon software service, but only worked on it when time allowed. Both designers already had a high-level understanding of the design to date and the design meeting we observed began to flesh out more details. EXPERT already had an idea of how to implement these details, but opted to use elements of this project as a teaching tool, as we later found out in our focus group. A statement of by EXPERT supports this during our observation—“I am just guiding you. You do it and I'll let you know what you're doing wrong.”

8.2. Design Space

Internal design projects such as this, emerged from employees and were not commissioned by a client and could therefore not be focused on during work hours or at client sites. Therefore, for projects they envisioned themselves, employees of Code Theory would often meet at a local restaurant to have their design meetings. EXPERT and NOVICE set up their laptops and worked side by side. When asked if this was their normal setup, they confirmed and referred to a common software design practice (within Agile Programming) called “pair programming”, which is a setup where two programmers work on one computer. In this case, one computer displayed design notes, while the other displayed the code in question. This side-by-side setup can be seen in the image of Figure 7.

9. This Case Study: Preliminary Findings

9.1. Resulting Collaboration Design Events

As the design meeting progressed, the designers often moved from low-level to high-level design vocabulary as it related to the project. When discussing low-level design elements, they were writing code bits and contemplating literal command names, and when discussing high-level elements, they were thinking of how the user would interact with the tool being designed and the elegance of execution of the anticipated code.

Combining Cross and Cross’ [38] social occurrences with Kvan’s [39] distinction of design events, there were a total of 183 distinct design events observed, depicted in Table 1. Most of these events were of the type PAU: problem analyzing and understanding (84% or 46%) and 34% or 40% of the CGA events, which occurred during dictator collaboration events. These dictator collaboration events entailed EXPERT using questions to elicit more thought from NOVICE and/or wanting to understand NOVICE’s rationale about the idea or
Figure 7. EXPERT and NOVICE sitting side-by-side, pair programming.

Table 1. Type and number of design events, with Mentor Design Event and Mentor Collaboration Type newly added.

<table>
<thead>
<tr>
<th>Type of Design Event [38]</th>
<th>Collaboration Type [39]</th>
<th>Occurrences</th>
</tr>
</thead>
<tbody>
<tr>
<td>Roles and Relationships (RR)</td>
<td>Mutual</td>
<td>16</td>
</tr>
<tr>
<td>Planning and Acting (PA)</td>
<td>-</td>
<td>0</td>
</tr>
<tr>
<td>Information Gathering and Sharing (IGS)</td>
<td>Exclusive</td>
<td>19</td>
</tr>
<tr>
<td>Problem Analyzing and Understanding (PAU)</td>
<td>Dictator</td>
<td>84</td>
</tr>
<tr>
<td>Concept Generation and Adopting (CGA)</td>
<td>Dictator</td>
<td>34</td>
</tr>
<tr>
<td>Conflict Avoiding and Resolving (CAR)</td>
<td>Mutual/Dictator</td>
<td>7</td>
</tr>
<tr>
<td>*Mentoring (M)</td>
<td>Mentor/Dictator</td>
<td>23</td>
</tr>
<tr>
<td>Total</td>
<td></td>
<td>183</td>
</tr>
</tbody>
</table>

approach he presented at the time of the design event. Some examples of these questions and elicitations include statements like the following:

“I don’t understand this.”
(repeatedly stating this while point to the object of discussion, a diagram, a piece of code, etc.)

“I don’t understand…I’m lost. I still don’t understand.”

“What is a config file here? → How does it work? → How will we use it?”

“What are the inputs and how with they [the user] issue the command?”

“But let’s start back further, how do you plan on…”

“Alright, this is too low-level, let’s back up.”

“Forget the drawing, let’s start over.”

At times, NOVICE issued a few PAU events, but this was rare—“What is confusing, this portion of the drawing or the way the drawing was created?” and some CAR: conflict avoiding and resolution events (7), such as “I thought we agreed.”—to which EXPERT responded, “Good point.” However, then NOVICE
would often agree with EXPERT. But it was not clear if he was avoiding conflict or agreeing because he understood. This relates to the CGA: concept generation and adoption events. As a result of EXPERT using the dictator collaboration events as “teaching moments”, he would often ask NOVICE to close his laptop and would further explain a concept. NOVICE would indicate his understanding, as if to adopt or agree, and the design session would continue. These explanations occurred 34 times and Figure 8 illustrates those occurrences when EXPERT asked NOVICE to close his laptop and listen.

There were 19 IGS: information gathering and sharing events. Most of these were initiated by either designer who simple began searching for a programming term or practice, or referencing a concept to be reminded of from a past design drawing. Once found, they would resume the design conversation and include the found understanding in the conversation. There were 16 RR: role and relationship events, where it as clear EXPERT was “in-charge”. These events confirmed and were initiated by EXPERT’s dictator collaboration events. This initiation came from statements like the following:

“OK, what’s the command? Write it.”
“I don’t understand. Draw it out.”

Figure 9 shows different instances when both EXPERT and NOVICE draw and used boxes to illustrate, explain, and/or share a design idea.

Several (23) M: Mentor collaboration events occurred as well. These were evident from statements made by EXPERT to NOVICE, some of which are listed below:

“Design is assigning intelligence to code.”
“This is design, don’t take it personal.”
“Design is about drawing boxes, not writing code.”
“That is not the way I would do it, so let’s back up.”
“What I was looking for was…”

(referring to the way he would have preferred an answer to one of his questions)

At times NOVICE confirmed his protégé status with statements like “I feel like I’m back in school.” As a result, we introduce a new design event to the Cross and Cross’s [38] list called the Mentor design event, and a new design collaboration type called Mentoring to Kvan’s [39] Model of Design Collaboration.

### 9.2. Discussion

It was clear that many of the design collaboration events which occurred during this design meeting indicated that EXPERT was in-charge and often directed portions of the design discussion and many design decisions as teaching or mentoring moments or caused the direction of the conversation to elicit more thought and understanding from NOVICE. Initial analysis might suggest these moments fit the description of dictator collaborative events. However, the role and actions of the designer in charge reach beyond simply controlling the activities of the collaboration. They extend instead into gestures of teaching,
nurturing, mentoring, and guiding, as stated by EXPERT during one of the collaborative events and therefore suggested in the title of this article. As such data analysis suggests a fourth collaborative event be added to Kvan’s Model of Design Collaboration and that is Mentoring. However, unlike the three types of collaborative events introduced by Kvan [39], the Mentoring relationship is optional. Therefore, we have chosen to represent it with a dotted-line at the various points in the diagram where it can occur as can be seen in Figure 10. Following from this, we also suggest a seventh potential type of collaboration be added to Cross and Cross’ [38] list of social occurrences in design and that is Mentoring (M).

9.3. This Case Study: Conclusion

In summary, design is a social and collaborative process and receives an abundance of attention from researchers to understand how it is done, what interactions support it, and how it can be optimized. As software technology becomes more and more ubiquitous, it is crucial to understand and optimize the software design process. This is especially important to inform more smooth transitions from training to become a software engineer (design, code, test) to being hired with the objective of applying the software engineering skills learned. As can be seen by the case study presented here, guiding and mentoring plays a huge role in the interactions between novice and expert software engineers. So much so, that this interaction should be distinctively present in the models and descriptions of collaborative software design events and within collaborative design.
interactions more broadly. The data analysis described above provides a foundation for this addition and paves a way for more future work in this area.

9.4. This Case Study: Limitations and Constraints

As mentioned previously, due to time constraints we were only able to find one firm that had a scheduled group meeting at the time we were ready to collect data. This limitation also affected the amount of data we could collect. We were only able to conduct one observation and one focus group in addition to the data from the online questionnaire and have enough time to analyze and synthesize our findings. Finally, as is the case with case study designs, the findings and explanations reported here do not necessarily reflect the behavior and interactions of other entities even though it may be suggestive of what may be found in similar organizations and design teams.

9.5. Implications and Future Work

Empirical evidence of software design teams adds to the literature on how design teams function in general. Uncovering the details of this functioning when mentoring is involved is a profound subject of exploration. We have only scratched the surface here and would like to continue observing this and other design teams from Code Theory. Our recruitment efforts for this study exposed
us to many additional design companies, some who focus on web design, while others focus on animation and graphics. We would like to observe these teams as well and compare our findings. Additionally, Gero and McNeil’s [40] suggested the design events (e.g. making a design decision) may take very discrete events lasting short amounts of time, mere seconds, and that experts may take half as much time as a novice to conduct the same event. We would like time to compare these events in continued data analysis. Mentorship is extremely important to the culture, development, and success of individuals and the companies for which they work. It is our hope to further this exploration and contribute to their growth and achievement.
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