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Abstract 
The advancement of technology and the digitization of organizational func-
tions and services have propelled the world into a new era of computing ca-
pability and sophistication. The proliferation and usability of such complex 
technological services raise several security concerns. One of the most critical 
concerns is cross-site scripting (XSS) attacks. This paper has concentrated on 
revealing and comprehensively analyzing XSS injection attacks, detection, 
and prevention concisely and accurately. I have done a thorough study and 
reviewed several research papers and publications with a specific focus on the 
researchers’ defensive techniques for preventing XSS attacks and subdivided 
them into five categories: machine learning techniques, server-side tech-
niques, client-side techniques, proxy-based techniques, and combined ap-
proaches. The majority of existing cutting-edge XSS defensive approaches 
carefully analyzed in this paper offer protection against the traditional XSS 
attacks, such as stored and reflected XSS. There is currently no reliable solu-
tion to provide adequate protection against the newly discovered XSS attack 
known as DOM-based and mutation-based XSS attacks. After reading all of 
the proposed models and identifying their drawbacks, I recommend a com-
bination of static, dynamic, and code auditing in conjunction with secure 
coding and continuous user awareness campaigns about XSS emerging at-
tacks. 
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1. Introduction 

XSS (Cross-Site Scripting) is a programming-related flaw [1] that occurs when 
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user input data is not correctly sanitized. The attacker exploits this vulnerability 
to inject unfiltered scripting code into the web application, resulting in account 
takeover, session or cooking stealing, and rerouting to the attacker’s website 
when the parser processes the script [2] [3]. XSS attack can be initiated on any 
susceptible website written in any programming language.  

A thorough analysis of Cross-Site Scripting vulnerabilities has been presented 
in detail. We talked about what XSS is, the numerous forms of XSS assaults, how 
an attacker may exploit this weakness, the results of an XSS attack, and the pro-
tective strategies established by the research community to fight against XSS at-
tacks. On the other hand, we examined those defensive strategies and identified 
the shortcomings in how they were defended against particular XSS attacks. 

However, despite researchers’ efforts, XSS attacks [4] can still disrupt web ap-
plications at a larger skill irrespective of the fact that various tactics and ap-
proaches for preventing vulnerabilities have been established. Due to the vir-
tually unchanged browser behavior, it is difficult to detect XSS attacks and diffe-
rentiate between malicious JavaScript and legitimate online content. 

Several sections of the paper are precisely organized according to their respec-
tive topics: The definition and classification of XSS, as well as the injection me-
thods utilized by XSS and the damage it causes to web-based applications, are 
covered in Segment 2. Segment 3 describes the research data composition and 
compares the CWE Names using the software development vulnerability data 
for analysis. Segment 4 presents the related work. Segment 5 discusses the XSS 
prevention and defense mechanism along with the researchers’ defensive tech-
niques for XSS attacks (advantages & disadvantages). Segment 6 describes the 
challenges associated with detecting and defending against XSS attacks along 
with the precise precautionary measures that should be implemented in response 
to a given episode. The current issues are broken down into their parts, and then 
the perspective for the future is presented.  

2. Background of the Cross-Site Scripting Attack 
2.1. Categories of XSS Attacks 

A cross-site scripting attack generally occurs when an attacker compromises a 
website by inserting malicious JavaScript code into the client-side input para-
meters. Figure 1 depicts a comprehensive perspective of the four XSS attack 
scenarios covered in this paper. 

XSS vulnerability exploits [5] the fact that web applications execute scripts in 
user browsers. If a user tampers with or alters a dynamically generated script, it 
puts an online application in danger. Although there are four categories of XSS 
attacks mentioned in this paper, as illustrated in Figure 1, most contemporary 
web application developers and researchers are familiar with only three of them 
since they are more common in the research community [6] [7]. Organizations 
such as the Open Web Application Security Project (OWASP) [1] [8] have rec-
ognized these three types of XSS attacks as the most common XSS attack vectors 
on the web. 
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Figure 1. A brief overview of the four categories of cross-site scripting vulnerabilities. 
 

Although each of the four categories of attacks takes a somewhat different ap-
proach to exploiting web applications, they are still geared toward the same end 
goal of collecting user account information as generally illustrated in Figure 2. 

However, if you’re not familiar with XSS attacks, this should help put things 
into perspective. As indicated in Figure 1 regarding the four categories of XSS 
assaults and also displayed in Figure 2 depicting the typical circumstances of 
XSS attack vector, the following details about the aforementioned categories are 
explained respectively. 

2.2. Stored Cross-Site Scripting (XSS) Attack 

This form of XSS vulnerability is sometimes referred to as a persistent XSS. This 
is due to the fact that the malicious script is still present on the server after the 
attack has been completed [9]. During this type of attack, the attacker injects 
code that has been maliciously written onto the server in such a way that it can-
not be removed. As shown in Figure 3, the scenario I used to illustrate a stored 
XSS attack [10] injected a script tag directly into the Document Object Model 
(DOM) and subsequently executed a malicious script using JavaScript hypothet-
ically. However, while this is the most popular method of exploiting XSS, it is 
also the most common approach neutralized by advanced security professionals 
and security-conscious software developers [11]. A user uploads a malicious XSS 
script to a database, requested and viewed by other users, resulting in script ex-
ecution on their systems as described in Figure 3. 
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Figure 2. Injection methods of a typical cross-site scripting attacks. 
 

 

Figure 3. Stored XSS attack scenario. 

2.3. Reflected Cross-Site Scripting (XSS) Attack 

A reflected XSS attack, which is also known as a non-persistent attack, is where 
the attacker generates a URL that injects arbitrary scripts into the target web ap-
plication [12]. Most publications and academic resources introduce reflected 
XSS before moving on to stored XSS concepts. I feel that reflected XSS attacks 
are frequently more difficult for newly inexperienced programmers to discover 
and exploit than stored XSS attacks [13]. 

A stored XSS attack is relatively straightforward to comprehend from a de-
veloper’s perspective. The client provides a resource to the server, which is 
commonly done through the HTTP protocol. The server inserts the requested 
resource into a database after receiving it from the client. The malicious script 
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will then be executed unintentionally inside the client’s internet browser if other 
clients later access that resource, as shown in Figure 3. 

On the other hand, reflected XSS attacks work like stored XSS attacks but 
don’t require a database or a server. No server is involved in a reflected XSS at-
tack because the client code is affected directly in the browser, as demonstrated 
in Figure 4. Web applications can be vulnerable to this type of attack (see Figure 
4) because of actions taken by a user that executes an unstored (interconnected) 
script on the user’s computer. 
 

 

Figure 4. Reflected cross-site scripting scenario. 

2.4. Document Object Model-Based Cross-Site Scripting (XSS)  
Attack 

The DOM-based XSS attack [12] [14] is obviously a client-side attack. The DOM- 
based XSS attack type is depicted in Figure 5 as the third important classification 
for XSS attacks. 
 

 

Figure 5. Dom-based cross-scripting attack scenario. 
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The implementation of the DOM in different browsers may make some 
browsers vulnerable, while others may not. Compared to typical reflected or 
stored XSS attacks (Figure 3 & Figure 4), these XSS attacks require an extensive 
understanding of the browser’s DOM and JavaScript to be discovered and ex-
ploited. 

The DOM-based XSS attacks [15] are principally distinct from other types of 
XSS in that they do not necessitate communication with a server in any way. As 
a matter of convention, the source is typically a DOM object that can store text, 
and the sink generally is a DOM API that can execute a script that has been 
stored as text. 

Both the “source” and the “sink” must be present in the browser’s DOM in 
order for DOM XSS [16] to work because there’s no server involvement. In most 
cases, the sink is a DOM API that can run a script stored in the source as text. 
It’s nearly impossible to detect DOM XSS with static analysis tools or other pop-
ular scanners because it never touches a server [17]. 

2.5. Mutation-Based Cross-Site Scripting (mXSS) Attack 

Dr. Mario Heiderich unveiled six (6) new mXSS attack sub-classes in his publi-
cation [18]. In mXSS attack, the DOM can be avoided entirely by using In-
nerHTML, which enables automatic changes to be made to the HTML content. 
mXSS is sometimes referred to as mutated XSS or mutation-based XSS. This is 
due to the fact that it is difficult to predict and involves recursion. When the 
HTML script is loaded into the browser’s Document Object Model, the data is 
mutated, which causes an error. However, the content loaded into the browser’s 
DOM is mutated to verify that it is error-free and does not include any improper 
markup. This is accomplished by using the element.innerHTML attribute. The 
fundamental downside of this form of XSS attack is its ability to circumvent 
server-side defenses and client-side filters. Figure 6 depicts a potential scenario 
for mutation-based XSS attacks. 
 

 

Figure 6. Mutation-based cross-site scripting (mXSS) attack scenario. 
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When an external actor injects something that appears safe, as shown in Fig-
ure 6, the browser rewrites and modifies it while processing the HTML, result-
ing in a mutated XSS attack [19]. This makes it incredibly difficult to find and 
sanitize bugs in application logic. Despite its novelty and widespread misinter-
pretation, mXSS attacks have been utilized to bypass the most sophisticated XSS 
filters available. mXSS has been used to circumvent solutions such as DOMPu-
rify [20], OWASP AntiSamy, and Google Caja, and a large number of popular 
web apps (especially email clients) have been discovered to be vulnerable [21] 
[17]. At its foundation, mXSS works by employing filter-safe payloads that mu-
tate into insecure payloads after filtration. All major browsers are vulnerable to 
mXSS attacks. Developers must understand how browsers handle optimizations 
and conditional expressions when rendering DOM nodes. 

3. Composition of XSS Comparative Research Data Sources 

This research utilizes a subset of the Global dataset containing CVE and CWE 
Security vulnerability database [22]. However, I concentrated only on the soft-
ware development component of the information comprising CVE details for 
XSS vulnerability evaluation, as shown in Figure 7. The data consists of the vul-
nerability’s CVE-ID, CWE-ID, Explanation, severity, and CVSS and the CWE 
names under which the vulnerability falls.  

However, the abbreviation and acronyms used in this survey are carefully ex-
plained in Section 3.1. 

As shown in Figure 7, these were the category of the dataset used from a pro-
gramming perspective. The results from this survey were thoroughly analyzed to 
determine the annual trends in XSS vulnerability. 
 

 

Figure 7. A brief overview of the dataset used for analyzing XSS vulnerability. 
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3.1. Abbreviations and Acronyms 

XSS = Cross-Site Scripting; 
DOM = Document Object Model; 
mXSS = Mutation-Based Cross-Site Scripting; 
NVD [23] [24] = National Vulnerability Database; 
CVE [25] = Common Vulnerabilities and Exposures; 
CWE [26] = Common Weakness Enumeration; 
CVSS = Common Vulnerability Scoring System. 

3.2. Comparative of the Top 20 Software Development  
Vulnerabilities 

The pie charts below illustrate the number of the top 20 Software Development 
Vulnerabilities based on CWE Name from 2014 to 2022. Over the last nine 
years, the most frequent report of a cross-site scripting (XSS) vulnerability has 
been alarmingly received, as shown in Figure 8. I used python Jupiter Notebook 
[27] to analyze the data. 
 

 

Figure 8. Comparative analysis of XSS vulnerability’s yearly trends. 
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4. Related Works 

Different security organizations have revealed that XSS has been prevalent in in-
ternet security threats in the past years. Cross-Site Scripting (XSS) vulnerability 
has infiltrated approximately 70% [28] of web applications, including MySpace, 
Cisco, NASA, Facebook, Twitter, Google, YouTube, eBay, ads.tiktok.com [29], 
etc. Its emergence is primarily due to security flaws in web application develop-
ment and incorrect input validation submitted by users in website input fields. 
The Samy MySpace worm in 2005 brought the XSS vulnerability to the notice of 
a wider audience globally [30]. So far, a wide variety of XSS attacks have been 
discussed. Interestingly, after conducting a comprehensive survey and reading 
over sixty research papers and publications, I have provided in this paper as 
Protective Approaches the defensive mechanisms revealed by previous research-
ers concerning XSS vulnerabilities. These defensive measures assist us in identi-
fying and categorizing the articles based on the model employed to resolve the 
web application security problems. 

5. XSS Prevention and Defense Mechanism 

The XSS prevention and defense mechanism are explicitly explained in the fol-
lowing sections: 

5.1. Preventive Measures and Standard Procedures for Cross-Site  
Scripting Attack 

This section emphasizes most of the standard solutions that can be adopted to 
significantly reduce the impact of XSS attacks [31] [32]. It emphasizes on de-
scribing the XSS mitigation rules that developers can implement to prevent XSS 
attacks from occurring. It’s evident that these techniques aren’t magic; they’re 
ineffectual without adequate awareness of users. 

It is illustrated from Figure 8 that just two vulnerabilities are dominating the 
field of web application security attacks, specifically XSS and SQL injection vul-
nerabilities. Developers can now use numerous preventive measures to keep 
themselves safe from XSS attacks. Data entered by the user that isn’t trusted is 
protected using a combination of filtering, escape, and sanitization procedures. 
The following Table 1 and Table 2 describe each technique: 

There are two varieties of escaping: input escaping and output escaping. Prac-
tical input escaping requires detecting the context of the untrusted data inserted 
correctly. In contrast, output escaping is performed to the response web page’s 
written data. This also considers the data’s context, which is essential for miti-
gating stored XSS attacks. 

5.2. Researchers’ Defensive Techniques for XSS Attacks  
(Advantages & Disadvantages) 

The proliferation of XSS vulnerabilities attracts the interest of researchers and 
developers of security solutions. The variety of XSS attacks that each solution is  
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Table 1. General methods for preventing XSS attacks. 

Technique Explanation 

Filtering 

This implies that any unsafe user input must be filtered 
to remove dangerous phrases like the <script> tags, 
and event handlers in HTML that appear to be suspicious like 
onActivate() and onClick(), JavaScript workings, 
style sheet tags, etc. [33]. 

Escaping 

Escape or encode to avoid XSS [34]. This prevents dangerous 
browser scripts from running. This signifies that the browser will 
simply store the data entered by the user without taking any 
further action with it. 

HTML 
Entity Encoding 

HTML [35] body tags are used to escape suspicious 
data like div, p, td, etc. I gave HTML entity escaping 
examples in Table 2. 

Attribute 
Value Escaping 

This prevents untrusted data from being directly entered into 
suspected attributes such as “href,” “src,” “style,” and so on. 
Characters containing ASCII values below 256 are encoded using 
& #HH, where HH = hexadecimal value, leaving alphanumeric 
characters alone [36]. 

JavaScript 
Escaping 

Script blocks and event handlers in JavaScript are more vulnerable 
to the XSS flaw. As a result, they use uxxxx, or Unicode escaping 
format, to process data entered using these methods, 
where x = integer [37]. 

URL Escaping 
Because the untrusted data can only be found in parameter 
values, the encoding is applied to them. 
The escaping format is % HH [38]. 

CSS Escaping 
For injection reasons, style sheets can also be used. 
As a result, this encoding employs the 
\HH and & \HHHH escaping formats [39]. 

Sanitization 

It is another strategy for preventing an XSS attack. 
This guarantees that the data supplied matches the format 
anticipated for that particular input field on the website. 
HtmlSanitizer by OWASP, Ruby on Rails SanitizeHelper, 
DOMpurify, PHP HTML purifier, Python Bleach, 
and others do sanitization [40]. 

Content 
Security Policy 

Mozilla suggested a security prototype called Content Security 
Policy (CSP) to address web application security vulnerabilities 
like XSS [41]. This permits a website developer to designate where 
to access external online resources. 

Data Validation 

This technique ensures that the submitted data adheres to the 
syntactical limitations set for that site, preventing unwanted and 
dangerous content. In different languages, such as PHP, functions 
such as is numeric(), preg match(), and others are defined to 
validate the data, or you can use regular expressions to validate 
the data technically [42]. 
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Table 2. HTML entity encoding [43] [44] [45] [46]. 

Character Encoded Format 

/ / or & #47 

‘ ‘ or & #39 

“ & quot; or & #34 

> > or & #62 

< < or & #60 

& & amp; or & #38 

# & #35 

) & #41 

( & #40 

 
designed to defend against has inspired the development of a wide variety of 
countermeasures. Based on the measures of their implementation model, I have 
grouped these solutions or techniques into five categories: client-side techniques, 
server-side techniques, machine learning techniques, and proxy-based tech-
niques. In the following subsections, I have emphasized the most significant and 
effective methods proposed by the researchers as advantages and observed limi-
tations to those approaches as disadvantages. In the appendix, you can find more 
information about the researchers’ techniques. 

6. Conclusions and Suggestions 

This paper presents a comprehensive and in-depth survey on XSS attacks and 
the defensive techniques emphasized in the previous and current research lite-
rature. I have provided a global dataset combining CVE and CWE Security vul-
nerability information, taking into account the risk of XSS and how it is rapidly 
limiting the scientific endeavors of researchers worldwide. The author also of-
fered a graphical representation of the annual trends of XSS attacks based on a 
comparative investigation of CWE names. 

As indicated in Section 5.2, I have highlighted the impact of XSS attacks and 
the interminable effort given by the research community to combat XSS attacks. 
Along with its advantages and disadvantages, XSS defensive approaches to prior 
and recent efforts in various fields have been broadly classified. Existing XSS de-
fensive techniques were separated into the following categories: machine learn-
ing technique, client-size technique, proxy-side technique, server-size technique, 
and combined technique. However, the vast majority of the cutting-edge XSS 
defensive techniques available in this paper protect against the more common 
types of XSS vulnerabilities, such as stored and reflected XSS. Presently, no de-
pendable solution can provide appropriate protection against the recently found 
form of XSS attack known as DOM and mutation-based XSS attacks. These at-
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tacks have been identified as a potential security risk. This study recommenda-
tion emphasizes the importance of developing solutions capable of offering ef-
fective defense against the newly identified variant of XSS. Using the survey re-
sults, we believe that the research community can better understand XSS protec-
tion measures and that this survey can also guide the development of more inte-
grated and pragmatic security solutions. This survey suggested an efficient and 
robust XSS defensive architecture for future research. This study significantly 
contributes to the development of effective defensive mechanisms to limit the 
effects of such attacks on rapidly expanding web application platforms. Evalua-
tion of existing XSS attack defensive solutions at the client-side, proxy-side, and 
server-side levels, as well as a machine learning technique that will undoubtedly 
aid in the evaluation of the impact of such an advanced level attack. 

Combining static testing, dynamic testing, code auditing with secure coding, 
and ongoing initiatives to educate users about XSS developing vulnerabilities is 
critical. XSS will persist unless internet users become more aware of their secu-
rity and privacy and software developers construct secure programs. According 
to this survey, XSS attacks can seize control of vital services and sensitive data if 
these safeguards are not established and maintained regularly.  
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Appendix 

A. Proxy-Based XSS prevention techniques 
 
Table A1. Advantages and disadvantages of proxy-based XSS defensive techniques. 

Advantages Disadvantages 

[47] presents a research paper in which the authors proposed that XSS attacks can be 
identified by investigating the implementation flow of an AJAX application. The 
JavaScript code is inspected on the browser side at the very beginning in order to 
generate a finite state machine for the typical mode of operation of the applications. 
The scripts that are encoded in the response web page are then monitored by this 
machine in conjunction with a proxy. Malicious flow and XSS attacks can take place if 
the machine’s execution path does not match the machine’s finite state machine. 

This method is ineffective against 
XSS attacks based on the Document 
Object Model. 

IPAAS is an input validation approach proposed by the authors [48]. After first 
interfering with the page containing the answer and retrieving all of the parameters, it 
then analyzes the context of those parameters. This leads to the development of input 
validation policies, which are subsequently applied to every page of reappearance on 
the internet for examination. If the requirements are not satisfied, the request will be 
denied; in any other case, it will not be. Failures in type learning are possible when 
bespoke query string formats are used. 

The IPAAS parameter extractor may 
be unable to parse parameter 
key-value pairs in this approach. 

The authors [49] proposed that this strategy employs the use of dynamic analysis of 
JavaScript code that is embedded within a web page. By using this method, an abstract 
syntax tree will be constructed for the internal representation of JavaScript code. 
Following that, the tree is transferred to the taint engine, which analyzes the JS code to 
determine whether or not it attempts to access the private data. 

Performing its functions, however, 
incurs significant performance 
overhead and requires a substantial 
amount of processing time. 

Essentially, the researchers [50] proposed that the objective of this approach is to detect 
any questionable JavaScript code. Tainted-browsing technology is used. A set of metrics 
is then established to help measure the impact of each attacking flow on the system. 

This method cannot detect suspicious 
flow, for example, flows dependent on 
certain specified conditions, such as 
the value of a parameter in a URL. 

The researchers [51] proposed that DOM-based XSS attack can no longer be carried 
out using this technique, thanks to its robustness. Taint tracking and exploit reporting 
are the foundations of this strategy. To a large extent, it gets rid of the JavaScript code 
that can’t be trusted and then examines it on its own, following its execution flow, to 
determine whether or not it has been contaminated. It generates XSS test payloads 
based on the log information it receives. 

Exploits are reported to the client 
after all vulnerabilities have been 
discovered. In terms of security, it 
does not guard against non-scripting 
code and has a negative impact on 
performance. 

 
B. Machine learning XSS prevention techniques 

 
Table A2. Advantages and disadvantages of machine learning XSS defensive techniques. 

Advantages Disadvantages 

The researchers [52] proposed a data mining and static analysis approach for 
eliminating XSS vulnerabilities. The approach seeks to discover and eliminate 
harmful links from the source code. Their technique outperforms the upgraded 
ngram model. Following a discussion of the subclasses of XSS attacks, 
the paper briefly addresses the risks and concerns posed by XSS. 

This approach cannot adequately 
prevent XSS against mXSS and 
DOM-based cross-site scripting (XSS) 
attacks. 
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Continued 

The authors [53] proposed combining the machine-learning technique of classifiers 
with an upgraded n-gram approach to protect the social networking platform from 
XSS attacks. 

If characteristics and examples are 
insufficient, it is possible that 
malicious pages won’t be 
recognized, which will make the 
training effort for this strategy 
difficult. 

The researchers [54] proposed a method for preventing cross-site scripting that utilizes 
ANN-Multilayer Perceptron in conjunction with dynamic feature extraction. When 
compared to other machine-learning algorithms, this strategy outperforms others. 

For XSS assaults, it has not been 
tested on actual web applications 
that are used in the world today. 

In [55] web page content can be distinguished from injected data using a technique 
proposed by the authors. This machine-learning-based approach is exclusive to 
banking websites. The model is trained using data from the DOM tree. 

This approach takes more time since 
it involves removing features 
from the web page before sending it 
back to the server where it originated. 

The researchers [56] Proposed a hybrid solution for preventing XSS in web 
applications. They claim that their method is the first of its kind since it blends a 
metaheuristic algorithm (the Genetic Algorithm) with a framework for machine 
learning. This combination distinguishes their methodology. They used a threat 
intelligence model and reinforcement learning in addition to GA and statistical 
inference to protect them from XSS attacks. 

This strategy has not been put through 
any kind of proof-of-concept testing 
on real-world mission-critical web 
applications. 

The authors [57] presented RLXSS, a method for detecting cross-site scripting attacks 
dependent on reinforcement learning, and uses both adversarial and retraining 
models. This method made use of XSS detection technologies like SafeDog and 
XSSChop in addition to DDQN (dueling deep Q networks), an escape technique, 
and a reward mechanism. The adversarial samples that were obtained from the 
adversarial model were included in the retraining model so that optimization 
could be performed on them. 

This approach cannot work against 
mXSS attack that usually employs 
filter-safe payloads and mutate them 
into insecure payloads after filtration. 

The authors [58] proposed a deep learning approach to the Cross-site scripting 
identification in which the original data is first decoded, and then the word2vec 
algorithm is used to acquire information regarding the qualities of XSS payloads. 
The input is then placed into a Model of the LSTM neural network. Cross-validation 
of the tenfold test is utilized in the last step of this analysis to see how well the 
proposed method compares to the ADTree and AdaBoost methods. 

This approach is ineffective against 
DOM-based XSS attacks. 

The authors [59] proposed a supervised machine learning method for detecting 
potentially hazardous links before they execute on the victim’s computer. Their 
solution makes use of a Linear Support Vector Machine classifier to detect blind XSS 
attacks and differentiate between the primary characteristics of reflected and stored 
XSS attacks. JavaScript events were run during the features extraction process, 
which attackers use to inject malicious payloads. For testing purposes, 
a linearly separable dataset was used. Mutillidae, a free vulnerable website, 
was used to mimic a blind XSS attack. 

This approach is entirely limited to 
handling DOM-base and mXSS 
attacks. 

The authors [60] proposed a model for the detection of XSS that makes use of a 
metaheuristic approach known as a Genetic Algorithm. 

This approach has not been tested on 
real-world, mission-critical web 
applications. 
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C. Client-side XSS prevention techniques 
 
Table A3. Advantages and disadvantages of client-side XSS defensive techniques. 

Advantages Disadvantages 

The researchers [61] have proposed a method for detecting DOM-based XSS 
attacks that employ dynamic taint tracking and context-sensitive sanitization. 

This method is ineffective against 
stored XSS attacks. 

The authors proposed that this [62] method is intended to minimize XSS attacks 
when used with Adobe Flash. This method also uses static analysis to detect 
suspicious input fields and dynamic analysis to test the suspect areas. 

If the testing payload is executed, it 
leaves the system open to XSS attacks. 
When it comes to detecting XSS 
vulnerability sources, static analysis is 
only effective in a limited number of 
cases. Furthermore, it is only effective 
against malicious JavaScript code. 

The researchers [63] proposed Machine-learning classifiers in the process. 
The set of data is then used in training classifiers to recognize XSS attacks once it 
has been extracted, examined, and prepared by taking the value of the URL 
parameter and the value of the JavaScript. 

There is no automatic updating of a 
prepared dataset. As a result, a new 
attacking payload may be bypassed. 

The researchers [64] proposed a method that operates by imitating the browser’s 
behavior. It interacts with the website in issue and detects any potentially risky 
places before injecting a payload for testing the system’s level of security. 
If the code executes, It is vulnerable to XSS attacks. 

This approach cannot identify 
DOM-based XSS attacks. 

The researchers [65] proposed a technique that operates as an intermediary between 
the client and the server who acts as an interceptor during the processing of a web 
page to detect the injection of malicious code. This method differentiates between 
static and dynamic websites. Vulnerabilities can be identified by injecting an attack 
payload into dynamic web pages. XSS attacks are possible in the event that the 
content is shown on the page. 

This method is unable to identify 
DOM-based XSS attacks. 

 
D. Server-side XSS prevention techniques 

 
Table A4. Advantages and disadvantages of server-side XSS defensive techniques. 

Advantages Disadvantages 

This method [66], according to the researchers, is intended for JSP-based web-related 
applications and is a jCute concolic testing. They employ static analysis and real-time 
monitoring. When an XSS attack is attempted, it helps to establish the relationship 
between input and output values that facilitate the attack. 

Since this method relies on jCute 
concolic testing, output variables with 
more than three of the characters 
cannot be recognized. 

The researchers [67] proposed that in addition to being able to detect XSS attack 
vectors constructed utilizing new HTML5 features, this approach is targeted for 
webmail applications. Five injection points in the webmail system are used to inject 
attack vectors for the purpose of testing. As the last step, it is determined whether or 
not an attack vector was thoroughly sanitized. 

In this method, HTML5 tags and 
attributes are the sole attack vectors it 
considers, ignoring other potentially 
dangerous circumstances. 

In [68], the authors have taken precautionary measures against XSS attacks by 
employing static analysis, pattern matching, and context-aware sanitization 
techniques. 

In order to use this method, sanitized 
code must be manually entered 
into the website. 
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Continued 

The researchers [69] who conducted the study hypothesized that fuzz testing activates 
XSS vulnerabilities. Fuzz testing is a black-box detection method that makes use of 
malicious payload injection into web applications. It’s more accurate to think of it as a 
two-step extension of the LigRE model: first, the production of malicious input, and 
then the taint analysis in order to find the vulnerability. For instance, it avoids a 
cross-site scripting attack that is stored as well as reflected. 

This would necessitate an application 
reset for live applications, which is not 
an option. Additionally, human 
interpretation is essential to the 
process of developing attack vectors. 

In [70] script characteristics can be used to detect malicious script injection, according 
to the authors. These features are taken and then evaluated to see how they are used to 
create harmful scripts in this case. Once the malicious script and benign script are 
detected, they can be utilized to identify an XSS attack and prevent further damage. 

Partially injected scripts and 
obfuscated script injection are 
ineffective with this strategy. 

In [71] Django Checker is a dynamic taint analysis tool proposed by the authors. This 
method determines whether the primitives of the sanitizers that are already in use in 
the web application are proper. It also determines the context in which these attributes 
are used and assesses the appropriateness of implementing sanitization. It determines 
whether or not sanitization is context-sensitive. 

This technique is limited to 
Django-based web applications and 
cannot detect DOM-based XSS attacks. 

Researchers [72] have proposed a method based on discovering the discrepancies 
between inserted values and previously established values. Each site extracts JS code 
and tests to see if it differs from the known value. As a result, code injection flaws like 
XSS can be detected more easily. 

However, if the Javascript context is 
ignored, XSS can also take advantage 
of other contexts, such as URL 
parameters and style sheet features. 
Attack vectors such as these can’t be 
stopped by this method. 

 
E. Combined XSS prevention techniques  

 
Table A5. Advantages and disadvantages of combined XSS defensive techniques. 

Advantages Disadvantages 

The researchers [73] have presented defensive strategies against DOM-based XSS 
attacks. Under normal circumstances, the DOM tree is constructed, scripting nodes 
are extracted, and a whitelist is created for future use. The DOM tree is generated for 
malicious websites, and the nodes of the DOM tree are parsed for injected script code. 
Any differences found between the whitelist and the XSS attack are viewed as 
suspicious compared to each other. 

This technique may block the 
execution of harmless JavaScript code 
if the whitelist is not matched. 

The researchers [74] proposed the usage of a client-server model to ensure the 
integrity of the document structure. This approach uses combined runtime tracking 
and randomization to prevent XSS attacks. As a result of this method, harmful data 
cannot affect web application content by manipulating the document structure. 

This method, which needs 
modifications on both the client and 
the server, is unusable in preventing a 
DOM-based XSS attack. 

As shown in [75] to identify and mitigate Cross-site Scripting (XSS) vulnerabilities on 
mobile browsers, the authors presented a method that is known as Buffer Based Cache 
Check. By utilizing a cache, you can avoid the time-consuming and resource-intensive 
process of continually transmitting the script whitelist to the web page. Instead, the 
server saves confirmed scripts that correspond to the last time the web page was 
browsed. If any deviations are discovered, it suggests suspicious activities such as XSS. 

Code modifications on both the client 
and server sides are required for this 
method, which leads to a decrease in 
overall performance. 
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The researchers [76] have proposed a new approach to data cleaning using 
context-sensitive sanitization. Here, the server-side and client-side contexts are 
determined statically and dynamically. After this, sanitizers’ primitives are applied to 
the vulnerable variable in accordance with its context. 

This technique does not defend 
against malicious script code 
obtained from a third party. 

The researchers [77] have proposed a client-server approach that extracts JavaScript 
code and analyzes it on the client-side. After decoding JS, the injected values are 
eventually matched with the suspicious variable contexts. As recommended by the 
authors, the presence of a match indicates an XSS assault. 

The matching between requesting 
parameters and response parameters 
used in this technique is not capable of 
detecting DOM-based XSS attacks, 
which are client-side vulnerabilities. 
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